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# Aim

The aim is to implement the HashTables. In this program I’ve used the array based hashtables and which can dynamically resize based on the “max load factor”. When the load factor reaches the “max load factor”. The HashTable resizes and the load factor is rebalanced. This helps when table size grows and not initially making large sized HashTables. The HashTable supports the Insert and Erase methods.

# Code

* HashTable.h

#pragma once

#include <iostream>

#include <vector>

#include <cassert>

using namespace std;

template<typename T>

struct Node {

T value;

Node\* next;

Node(const T& value) : value(value) {

next = nullptr;

}

};

template<typename T, class Hasher>

struct HashTable {

private:

std::vector<Node<T>\*> buckets;

uint16\_t num\_elems;

constexpr static long double max\_load\_factor = 2.0;

Hasher m\_hash{};

void resize\_and\_rehash() {

std::vector<Node<T>\*> new\_buckets;

new\_buckets.resize(2 \* buckets.size());

// insert every items from buckets to new\_buckets

for (size\_t i = 0; i < buckets.size(); i++) {

auto ptr = buckets[i];

while (ptr) {

const T& key = ptr->value;

auto hash = m\_hash(key) % new\_buckets.size();

Node<T>\* curr = ptr;

ptr = ptr->next;

curr->next = nullptr;

if (new\_buckets[hash]) {

auto first = new\_buckets[hash];

while (first->next)

first = first->next;

first->next = curr; // No need to construct new node

}

else {

new\_buckets[hash] = curr;

}

}

}

buckets = std::move(new\_buckets);

return;

}

public:

HashTable() : num\_elems(0) {

buckets.resize(5);

for (auto& bucket : buckets)

bucket = nullptr;

}

void insert(const T& key) {

uint64\_t hash = m\_hash(key);

uint64\_t position = hash % buckets.size();

if (buckets[position] == nullptr) {

buckets[position] = new Node(key);

}

else {

// go to last node whose next pointer is nullptr

Node<T>\* last = buckets[position];

while (last->next)

last = last->next;

last->next = new Node(key);

}

num\_elems++;

if (load\_factor() >= max\_load\_factor) {

resize\_and\_rehash();

}

}

void erase(const T& key) {

uint64\_t hash = m\_hash(key) % buckets.size();

Node<T>\* prev = buckets[hash];

// if we find element with specified with key then delete else do nothing

if (prev) {

auto target = buckets[hash]->next;

if (prev->value == key) {

buckets[hash] = prev->next;

delete prev;

return;

}

if (target && target->value == key) {

prev->next = target->next;

delete target;

return;

}

while (target && target->value != key) {

prev = target;

target = target->next;

}

if (target == nullptr) { // we didn't find key

return;

}

assert(target->value == key);

Node<T>\* temp = target;

prev->next = target->next;

delete temp;

}

}

long double load\_factor() const {

return static\_cast<long double>(num\_elems) / buckets.size();

}

friend ostream& operator<<(ostream& out, HashTable<T, Hasher>& tab) {

for (Node<T>\* bucket : tab.buckets) {

if (!bucket)

continue;

while (bucket) {

out << bucket->value << " ";

bucket = bucket->next;

}

}

return out;

}

};

# HashTableTest.cpp

#include <iostream>

#include "HashTable.h"

#include <unordered\_set>

using namespace std;

struct Hasher {

uint64\_t operator()(int data) {

uint64\_t val = data;

val = (val ^ (val >> 30)) \* UINT64\_C(0xbf58476d1ce4e5b9);

val = (val ^ (val >> 27)) \* UINT64\_C(0x94d049bb133111eb);

val = val ^ (val >> 31);

return val;

}

};

int main() {

HashTable<int, Hasher> s;

for (int i = 0; i < 10; i++)

s.insert(i);

cout << "After inserting [0-10) = " << s << endl;

for (int i = 5; i < 10; i++)

s.erase(i);

s.erase(1337);

cout << "After Removing [5,10) and 1337 = " << s << endl;;

return 0;

}

# Inputs

This Program Doesn’t take any input the output is attached below

The Elements 1-10 are added to HashTable and some values are then removed from the hashtable.

# Screenshots of output

![](data:image/png;base64,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)

# Conclusion

Here we learned about the HashTables and how not to waste space when low number of elements and how to resize hashtable based on load factor. And how to implement Fixed Bucket hashtables and use chaining for collision resolution.